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**Этап 1. Уточнение задачи.**

1. Определение изменения положения наблюдающего устройства в пространстве.
2. Повышение качества изображения
3. Распознавание объектов на изображении
4. Привязка ортофотоплана к глобальной системе координат

**Этап 2. Последовательность выполнения задач**

Начало потока(1) Обработка видеоданных.

Выделение характерных особенностей, в области внимания, выбранных объектов.

Источник видеоданных: MPEG, AVI, BMP, JPEG

1

1

Карта характеристик объектов, через поток распознавания

Карта объектов, через поток привязки к ГСН

Определение границ объектов. Составление карты объектов. Выбор области внимания.

БД, карт характерных особенностей объектов, раскадровки, глобальной привязки объектов

Конец потока(1) подготовки данных

Дешифровка видеопотока.

Фильтрация

1

Стандартное отклонение, ассимметрия, межпиксельная контрасность, бета, горизонтальный градиент, вертикальный градиент, максимальны градиент, взаимное расположение

Сегментация, водораздел, поиск углов, скрещивание фильтров

(R, G, B, Y)

L, Lx, Ly, Lxy, Lxx, Lyy, Lxxyy

Lnorm, Sx, Sy, Sxy, H

Re, Ge, Be, Ye

FFT, DCT

Конец потока(2)

Начало потока(2) Определение движения наблюдателя

Определение матрицы движения в пространстве. Фильтрация шума по инерционной модели.

1

Найденные объекты. Координаты центров, в относительных и глобальных СК

Конец потока(3)

Фильтр шума. Статистика.

Запрос информации по новым объектам у оператора.

Выбор максимально похожего, оценка степени сходимости.

Сравнение параметров области внимания с картами характерных особенностей извесных объектов.

Начало потока(3) Распознавание объектов.

Координаты центров распознанных объектов, параметры области внимания

1

1

Отчет по объектам привязки. Создание пометок, и ориентиров.

Конец потока(4) Привязка к ГСК

Оценка смещения, согласно движению наблюдателя

Оценка координат опорных объектов

Начало потока(4) Привязка к ГСК

**Этап 3. Анализ данных.**

Данные потока(1):

**Время.**

int timeStart = GetTickCount();

**Видеоданные: частота кадров, потоки RGB данных.**

Где яркосная составляющая:

Y =(B\*0.11 + G\*0.59 + R\*0.3);

//Инициализация из потока файла формата BMP-----------------------------------------------------

/\*BMP FILE HEADER

BM signature (2 bytes) =BM

File size (4 bytes)

Reserved (2 bytes)

Reserved (2 bytes)

Location of bitmap data (4 bytes)\*/

/\*INFORMATION HEADER

Size of information header (4 bytes) =40

n Image width (4 bytes)

m Image height (4 bytes)

Number of color planes (2 bytes) =1

Number of bits per pixel (2 bytes)

Compression method used (4 bytes)

Number of bytes of bitmap data (4 bytes)

Horizontal screen resolution (4 bytes)

Vertical screen resolution (4 bytes)

Number of colors used in the image (4 bytes) =0

Number of important colors (4 bytes) \*/

/\*virtual\*/image image::LoadFromFile(ifstream &file)

{

dm=dn=0;

unsigned char buf[1023];

file.read(buf, 54);

long int location = ((long int)(buf[10]))+((long int)(buf[11]) << 8)+((long int)(buf[12]) << 16)+((long int) (buf[13]) << 24);

int n = ((long int)(buf[18])) + ((long int)(buf[19]) << 8) + ((long int)(buf[20]) << 16) + ((long int)(buf[21]) << 24);

int m = ((long int)(buf[22]))+((long int)(buf[23]) << 8)+((long int)(buf[24]) << 16)+((long int) (buf[25]) << 24);

long int bytes\_bitmap\_data = ((long int)(buf[34]))+((long int)(buf[35]) << 8)+((long int)(buf[36]) << 16)+((long int) (buf[37]) << 24);

file.ignore((location - 54));

long int j = (m - 1), k = 0, i = 0, mem\_i = 0, s;

B = G = R = Y = Lnorm = Sx = Sy = Sxy = H = matric<float>(m, n);

while (mem\_i <= bytes\_bitmap\_data)

{

file.read(buf, 3);

while ((j >= 0) && (i <= 2))

{

B.ar[j\*B.n+k] = buf[i++];

G.ar[j\*G.n+k] = buf[i++];

R.ar[j\*R.n+k++] = buf[i++];

if (k >= n)

{

k = 0;

j--;

}

}

mem\_i+=i;

i = 0;

if (file.eof())

break;

}

file.close();

Y =(B\*0.11 + G\*0.59 + R\*0.3);

return \*this;

};

**Эквализация**

//Эквализация-----------------------------------------------------------------

/\*virtual\*/ image image :: Eqalization(void)

{

float Ymax=0, Ymin=255, Rmax=0, Rmin=255, Gmax=0, Gmin=255, Bmax=0, Bmin=255;

m = Y.m;

n = Y.n;

for (int j = 0; j < m; j++)

for (int k = 0; k < n; k++)

{

if(Y.ar[j\*n+k]>Ymax){Ymax=Y.ar[j\*n+k];}

if(Y.ar[j\*n+k]<Ymin){Ymin=Y.ar[j\*n+k];}

if(R.ar[j\*n+k]>Rmax){Rmax=R.ar[j\*n+k];}

if(R.ar[j\*n+k]<Rmin){Rmin=R.ar[j\*n+k];}

if(G.ar[j\*n+k]>Gmax){Gmax=G.ar[j\*n+k];}

if(G.ar[j\*n+k]<Gmin){Gmin=G.ar[j\*n+k];}

if(B.ar[j\*n+k]>Bmax){Bmax=B.ar[j\*n+k];}

if(B.ar[j\*n+k]<Bmin){Bmin=B.ar[j\*n+k];}

}

for (int j = 0; j < m; j++)

for (int k = 0; k < n; k++)

{

Y.ar[j\*n+k] = 255\*(Y.ar[j\*n+k]-Ymin)/(Ymax-Ymin);

R.ar[j\*n+k] = 255\*(R.ar[j\*n+k]-Rmin)/(Rmax-Rmin);

G.ar[j\*n+k] = 255\*(G.ar[j\*n+k]-Gmin)/(Gmax-Gmin);

B.ar[j\*n+k] = 255\*(B.ar[j\*n+k]-Bmin)/(Bmax-Bmin);

}

return \*this;

}

**Дискретное косинусное преобразование.**

![\mathrm{DCT}\text{-}1_n= \left[\cos kl\tfrac{\pi}{n-1}\right]_{0\leq k,l<n} ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPMAAAAdBAMAAACNlkf+AAAAMFBMVEX///8AAADm5uZAQEAMDAwWFhYiIiK2traenp5iYmLMzMyKiopQUFAEBAQwMDB0dHQOhhqwAAADlklEQVRIDb2Wy2sTURTGv0zaTDLT5qGIj9IyGkUFq9W4kCoadaEFFxGpD9xECz7ARWoRXFhIceFKSLEiBbUjCoqIBqErUYOVooIl/gcppYK7EVQsVvCcmUkzk6aZWxEP5Nw7d75zfvdxbhJgsdbYXRILme4W04mrGoWl4krBlOIJvZTxvUcSZzKElcanPvjROrV16e691iziNSczP6FyqoOUb6OW/GNra9LqzVda43N+IAu5i55e5hEaRAqNSQR0fqscZT/PaiT05UnVlDKlaiaXs2NqKN3ZCI17eajLaXhSMRitZqgvTQmjezXSNxbIkcn5gtnSiN0u2DC6qYj2DlKslrOMJs/22fTVrkbCIdb4spbSv54zsdVQWi/KntHBFgzySgOKxmiJ+4tA97B6QGMPrJNTVkcMLbXhMOsj9CG0bQuuWv4yrOHKzBuoI7M5ErdIMx24aUfNomj3hFaNZfhk62ui/d1s1tlTwn4tUgqmsFZ7imCBTnfJlnARF8oJ5tp/gp7LRh1KeAjhVHMe/tIoQKsO7TMUHSucIrMvhC5vOEd4b7jClAEdkWj7/ufUDZwgJ0eBmNOiYmctr7TKLGSjA7GYsXCZBfkeftUQWSVtj2Wptm8fo6WnaNBtQqtuWmJdrjJaevyYslTKzH3W8tyqLyKeBHq1b9ACBY1CXCaEbjesr5TLFOra8I1nqXbdZp418nzW6Rfgch7Cbxi+bM6tM6uiesj9PJCFcoiG6Is0yNEutNGFqFvOJ3hdR05N4YE+CikN9OCHqvkeZp3CsO6Njh+mnw+OksYT76jpm2zbQQ3ZWGyXtqaoJM2HiiO0/GUGuDrcidcjsxpwEOFfCL2vSAD1ju6NdgbM76vpUKFqlNAC1qxb6CezGVYPm0WBIN8FQfPnGp5VSeugHZVRRieRpA29m0Gkg/McYCfl2XtZQA//rNLUQTsqw0bTd95xSBO08gDzpCK7hF6VUvSxDtqsjBuJRMKAjY6kcV4aY1Tz+u9UAiX6G0Bkx/aIYllXB+2oDBsdInTTaQ67dG0z4DeIrAGO7eF3olYH7agMx6pxv5NyD20j16BjQqO2xsWhUU/zLfxnuFIZwcGdmKbfYTrrk8AmYp/rl4B2IM7zcGyPJ++vBfu4wpld9EWCmVePrHk4tuevM3sG9ln3eoOSDt8Kp57mrHlUtsczwT8SGFaeTTyB/2IRum17TJKN/i9UN0TVXc9/AEdj0b8R1d/tAAAAAElFTkSuQmCC)

![\mathrm{DCT}\text{-}2_n= \left[\cos k(l+\tfrac{1}{2})\tfrac{\pi}{n}\right]_{0\leq k,l<n} ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARMAAAAbBAMAAACto3ZSAAAAMFBMVEX///8AAADm5uZAQEAMDAwWFhYiIiK2traenp5iYmLMzMyKiopQUFAEBAQwMDB0dHQOhhqwAAAEcUlEQVRIDb2WW4hbRRjH/5nd3E6yyaaLl+5qOXYFFRqNG0HbB5vWF1uKnFLiBRWiBa3Fh9RlwaLFs4iUPginuFaCi02xT0VqUGpRURfFokVKFsQHn1KKD9sXI3hbXMH/dy65ncQ962W/MDPf+b7/TH6ZmTMTYK0WLjYCd7naqUwVjc7H/8APDxpD+RIffg90RtcN5aIPBURJl9vhVVAmd+zLPyVydeHKxSHceOXOsXt3SO9Yfp8uba/5Z0V7IkdR3ETS7tjRgSiYYkkuLn7LZhUUzJqI7qLukxrix6kOFxCp8vkwIgU2PvOjIFSj6izLlz1qQbmd5Xw8LpkAKDhVQ+I6ai9rTUFJlOnnoG2U/r3WB+WQTtFBlscccWt/CMqQyeqFpGSCoCTryOaovSlqCgprYAy4lo3P+qDMUaTJ91zvqCNeJ0GJllhNTUsoCEpsAsfL1EY0XVCU+A8A30n/XuuDsp+a+AK31wZH3IWCOvehMSOZIChqE/aKNs1CFNe0GzyvsyVKdKmi48Xlz5E4uWIxN6GWc5Eacdzv8lCOjTGIAxx3YUSGcNPi9rVZk+FrsOgl2yhJ90dyvYtiD9oSohzR042YgZv1s4gtkGzDHan6SJWTygcxD8V52uo0rP85yimzNUiHQ5Q9SBkjNQw1zgEWJ2NnU6uGdCBkwrZulG+cIOsgKN4CSaf2rDzaGqPTCUOT3TlbRXo0e997dCOPsAqxHGIRc1FCmUxmFHgNoCNeEJToRmfbytsvKJFMpolUTYb1WRgxee9/0pEeV3dlTFLMP+SgvC7iVLH4uLeY8iworgVB4a6wX2YPRZ05A7yJqDdG916JtmblOUwWOBn6z9BDOvCse6D8mwXKNp0j7nm0FyjRRFydeKn9m5gTs/cKarJXSh9DXtU5/InmcJnHin2mthbIlgPb3TbQAml7qObBH7PYentlplL5Oj1syR7oMqK8WoWVMHC6eg6qBOzHrwldlnNcfgrNm5VjJ8gHrp5rBvDOioRQsacTeMXycmwn9/I6NOmoC/mv2Exf3nQPG2Axk5lQWZy2HzoqokSXloGXK9vw2ckVHbgfqT+QzgHz7sAuirKichzUW50NoMAP1FtlWw/IXELVWoq/cT7AfG+WKP1MFdpRFyU2KjdBLNdKGOBp9DDUJQLIkQhkWVS+Ku5qthW7mz2aASi4u61LuW5ZjfONqgK3Pb0sQAbSJTyjvmAEI7f8wvpTXl4kcfMMDLaD+NHsyQ5CkT8DvZYkgFyEzV0YZWMgTpTkkyKbOSodtpNEb+UlvhYbhMI3zmfvM9Jg2VzXCmycWcHb2+jPTbHCblzS2bh5iazFBqHgN98oMUshrjOcKMnFTRTuFZ7hW8hy4IjiNqljUrjcPL012UAU/yiHN593gkPW8Lv0DGCnvEHCUg+lcTRx1bS53LwjDl6Hio2AYs2+eEQcqaZ+543A/TLtnCu3aqXUG/hBW2KSXHY+4Kj/j0z+HtG2WE67/nU6n887l4GLsv4I/m/8qCv0F0ZU64gJzPfhAAAAAElFTkSuQmCC)

![\mathrm{DCT}\text{-}3_n= \left[\cos (k+\tfrac{1}{2})l\tfrac{\pi}{n}\right]_{0\leq k,l<n} ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQ8AAAAbBAMAAACQMRc0AAAAMFBMVEX///8AAADm5uZAQEAMDAwWFhYiIiK2traenp5iYmLMzMyKiopQUFAEBAQwMDB0dHQOhhqwAAAEf0lEQVRIDb2WXYgbVRTH/7nZfMxMNpNs/WqXlrErqNDoagRt0W5aX2zpwxSJVUSIClqLD7FLQdHSWUTKPghTWqsLxY5YEIrWoGyLihpUii1SsuKTvqQUH7YPGsGvxRU8587cbDKzu8kq6ym5955z/vfMr3fuvbPASi1RbvYz5WpIlC3boch/dRORAiISAT76HgjFVx/k4iIgIBCz2pXoATKy7cHiUzxDnL9yMY71V+5Ys3UbF0hf2OpxH7bIimgO9MdHwzICwZ30+yqHzMzMdzTqAYIJB6kdpPu0Bu0IqRMlJD3yDyHeoC5iEZAzJInVwjoGuY1+GRvnNI2zfYDgrRqM60l7WW8xiFGl8X2WMczzwxYB2UeK56xA1t4XDBJ3gEQdeDHD2X5AMg0URkl7Y8phEGqBaRg3UBexMIjODzimZEk1YJBUhdbKoVc0ztF+QNLDOFIlbVK3GETwmP5DDdmFmjCIVifBk0rUBQIqMGFB2Ac4bSvNEv2EQxt1A3Zz2qQfgQT2ns+j3KAnkNTslIWX5r6AcXLeTdYoMSzmRmVegUyu4fBe4DWqWh/knC0FSzcMgmsxoxRtkMlHVQjxMttD0ieQg5bZTNu4yTqDdH3QI7Kh27MNmVUg/tTNwLP+iNp/DYJks12kY0Agu5C1B2uIN6cBN2YB2vaW7klNN8g3wMI+6wdEvRqu1V4R6Gtl7VCTgM7FJzyYucL9HyBGTvIRJQpAYvl8PgccRYpaGrPTD0hqrb9Z+bwzSDKfb+0HrlHlO/sE0nzSf7FgrhN35R0GiZ3Yw5JsufyYeoPsE4i28PiFkcxFGt4jmSH/+CoQcfq0fh2wXom790iqvSL7MVKKWXyN/ArqyMKvJln345TqB6TQ8i+050kfvBrxA50lcfzQUQp1mdwjqPEeqXwCNAaqfI38jZZUdYOM0TXiqtl9gOi7SExXfJonqT3yBuLfmgMur3yXEcirHlzDxilvGqKSrfE18rthSZUCmTxeJX8PYu84Mk4Ngbw7z1FM0UJy/4rLbWAju+mj55Ajzhe/pm788oZ7ZMq89ydLFHBKOh0NgaRm54CXp7bg85PzljkKPIDsX74kABFuaogCDWgX2lMJpET/IN6sgicBvJgQNR72srM4EZYQSJeJUqcbgKRzfG7T8nEqbYPunochLtHj5S2IAqVE0VOC5frN2NkK5cMguLtTkA2cqlhHp8iT3q1Py2vXhlnBM+JLDg7e/Bu1nwE6cQR5qV2q2YefnVAuAsIf+6hlaDXktw5o7UCOBDY0Ask8wdoDh3nWGHFY7TzHV2IRECO8ZrLah9Q2/bobG3qJRv6K4O0tND7GfzNhJy5Z1AV5jqzEIiD4Y5HpaVdAs/yEUZFfaLlH6Pu1iUj2HhS0PRoYYaogv0iVZUNRkMXkL2w81w7H3YH3ybGB7XxqmKQRM3HYuOpIqiDf1vc5iJWbvZW6/LoEuqSX/ZOuf9on4/49coteyb6OH/VZEhCVzPeuuWoK06+8yV21Jyxb2CwWi2NSEYAsq/5fkh93PeUf21vvlsFeucgAAAAASUVORK5CYII=)

![\mathrm{DCT}\text{-}4_n= \left[\cos (k+\tfrac{1}{2})(l+\tfrac{1}{2})\tfrac{\pi}{n}\right]_{0\leq k,l<n} ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAUIAAAAbBAMAAAD7dZskAAAAMFBMVEX///8AAADm5uZAQEAMDAwWFhYiIiK2traenp5iYmLMzMyKiopQUFAEBAQwMDB0dHQOhhqwAAAFQElEQVRYCc1WXYgVZRh+ds7ZM+dvd/2h/GNt3O0H083Nk9WuoMe6EKWLlVgq6GK6KMO6OJsQdqOzhITQxaglCRuNWBJe2CEp8aJaEjWlcJO6sZtjskRGeETIjMie9/u+OTvrnGOz0IUPzPu9f987z3y/A8wU7cO1JF06g9tkXY7GJoej1v+gt8drOHFX4f0A0H4rFj1+AYh4m1SMdZmJI16vGDTp30HndeU/G4+SYVel4Y5XbIRE6V33dOklybZOXTqbQvelh+euWWcyBk07rYnXew84NHdaDg1hmHKo5DwUw4I0FcgQK/l8191dBuIVVVJDjHqwN9D6oorcbgyhvYxMoKL2vEZSRInVy9cYXRTJUKowtGpUj/A5yScKYfgQUKj4PrVYxWgq9VEPOFBFQehczNeFYUHPQCoZQ/keew57KzimFYZ4nM8WPs/zIRwlKYRhymO36ji1JAyLE+jrZ+4S2xOGlILryRh+xNRcWToIXCX1LON1ID9Ex3ztDGOKoU0r9YC8NQnD7CLslnHL5B1haIkO669kDMeko7xJwTWtGsMOch8HsmaEw5hiiAngPnuI6UkYWouxSSp3SX5ZNCKXb8lw+/49sM+NOTh+8wxeYW5bdcVe1Skcw+zu1bQzHjJVVhIehKsksGsunXgZ+FtoJmKIu/C96T3FcFuE4aphgSs5/GL7PP7BTlhPcJO8rQZkpKf+uy6gcrTKWfTVns6Ma4erGyMHQivJGDZl6EcYhsXYsl56HJP4CVhTGEIOMoXvrMBhnePqRsviONocjrAHBVc3Rn4bWkkYhrMsfcJZ7nJaMjzgcW0tBK5aP6x2MIudXvSlq8BVErMJTm8/2miPaF8Ya2OMnfZCFGYlYWgv0Dslx1KK4Quz71mBlgxHK1yyHLqrQe+6+YrhgpN0AZPDwz+axaBIGYbvNouRoUEShsU5+rRpMHzwcHC0tGbxyrDIKlmGjXU44pkxtB3rEZlle05X2Vy0bthFWjPLrzaLYUaz3FfXJ/Y2Vg1nme+dh6Wbb/RHXylxtQ4Lsg4fLVTRgfWczXLXhJwDhKukEak60hzc+fLlhKtkKNaGSoIxzD/FZN56WZ/tNIb1DWoSw1rSsl72AjfIZ8hv5E65H7/JcdjlfqqTXN1k92+W3Ao6q8BC+XLCVZKnzT7SxjPGkor5c6fFyvmcEyL7nEiD3k38c/BoWKdK37DZenGx3FWCk3eP90zky0qfEvLF2z/wkR3YGxRu3Pwa1zioHq6QicBVEksx4vBi4XrtB8Z87TQxy1eX5IR26llBmtbSXyDViPUilon4LxRcuROmITYn904Lu9oaRZsHvMkPL6MBV2vZWXINZkldgxV3ot3DchJU5z8sYd87aOK3bVJ++pNbEmIMU5VoRk0bNpYEwGUaj2mHyJpRKxaPqs4A1r4dsqFZ8Q9k/OWK0fkdQ/zpYebBwTBuejVvMkHnn7dEYgwtlmuCE9xqMkz8y4qhyMBWroC0L8clK+4jw1MOdfvZ12q8i+o4yHPExOmeEWIM8VWz/gWS6JRAoR4PH6WrxhXQhw+psaKMYb4UcK886dCTDoo/szFxajNCnGHkh36q0i7+De5R5vUpp9GyvoWcQ+NzyI8RK3IdVmGdCJB5a4KBPlhC18SpzAhxhs2623uWVZr5le+NnmM6NoCNHGFWTDuyl0mxA7Pq2cqXHyu60PGWdVoE2oZrLSJR9wG5cFsgr65lCW7BFQ+Tm7j81p4W2/IO4ddK59ARX9HVcQncadAr1zpzp/G6ViqVNDct7zR+ET6FIGLgXyNAHNRiWUX3AAAAAElFTkSuQmCC)

// Discret Cosinus Transformation\*--------------------------------------------

matric<float> DCT(matric<float> &r, int M, int N, int NN)

{

matric<float> DCTkvant(NN, NN);

matric<float> kvant(NN, NN);

float PI = 3.1415926535897932384626433832795;

float Cu, Cv, AC;

for (int u = 0; u < NN; u++)

{

for (int v = 0; v < NN; v++)

{

if(u != 0)

{Cu=1;}

else

{Cu=1/(pow(2, 0.5));}

if(v != 0)

{Cv=1;}

else

{Cv=1/(pow(2, 0.5));}

AC=0;

for (int x = 0; x < NN; x++)

{

for (int y = 0; y < NN; y++)

{

if((y+M)<r.m && (x+N)<r.n) {AC += r.ar[(y+M)\*r.n+x+N]\*cos((2\*(x)+1)\*(u)\*PI/(2\*NN))\*cos((2\*(y)+1)\*(v)\*PI/(2\*NN));}

}

}

DCTkvant.ar[v\*NN+u]=0.25\*Cu\*Cv\*AC;

}

}

return DCTkvant;

}

// Inverse Discret Cosinus Transformation\*--------------------------------------------

matric<float> IDCT(matric<float> &r, int M, int N, int NN)

{

matric<float> DCTkvant(NN, NN);

matric<float> kvant(NN, NN);

float PI = 3.1415926535897932384626433832795;

float Cu, Cv, AC;

for (int u = 0; u < NN; u++)

{

for (int v = 0; v < NN; v++)

{

AC=0;

for (int x = 0; x < NN; x++)

{

for (int y = 0; y < NN; y++)

{

if(x != 0)

{Cu=1;}

else

{Cu=1/(pow(2, 0.5));}

if(y != 0)

{Cv=1;}

else

{Cv=1/(pow(2, 0.5));}

if((y+M)<r.m && (x+N)<r.n) {AC += Cu\*Cv\*r.ar[(y+M)\*r.n+x+N]\*cos((2\*(u)+1)\*(x)\*PI/(2\*NN))\*cos((2\*(v)+1)\*(y)\*PI/(2\*NN));}

}

}

DCTkvant.ar[v\*NN+u]=0.25\*AC;

}

}

**Преобразование Фурье**

Прямое преобразование:

![X_k = \sum_{n=0}^{N-1} x_n e^{-\frac{2 \pi i}{N} k n} \qquad k = 0, \dots, N-1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVkAAAAzCAMAAAAKNIthAAAAM1BMVEX///9aWlo6OjogICBKSkqmpqZ+fn7R0dEAAABsbGwsLCzo6OgLCwu7u7uSkpIEBAQUFBS15hVnAAAFvElEQVR4Ae1biZKkIAwFkUtE/f+v3QQ8guKBTlfNbEvVTiOQAI+QS5exW4WbCuh4W2tKrrmnj2/9BgLeGsSUJ6RKDTJpeB/KEbBOAKp+DaRYN5Rz/nYKzmTvmF3D8CK7RqT4GQQWhPZFthi4MwLfMda1AVk+FoU0r8yeIXfWbx2MaOuNVn2RPUPurD/4BMpshr3IbiApatB1H+4+urS0KN43qR9Ge9/6i8B/goDkFQ3cOrCNb/kJBLRlrkV7OBZN6lPb+3sHAY2esWROQgHZ1TEPsQnu7rD+ozTGGLGUFh6NuXmRdctcwyvBFdNeIB7ODn8Ulh9YtjUmicC8EiagUszb1Y45pnQDlNpFSG1dzOb/IWiMoZYHNib7JKV4casQznlgVLFwLlwFps1N8b845+8e5nozrKyNvyFpugc1AlkzzipEs5YhruudlxVzXSOV/dMeMig5gahIIaoQA1w5VGlC9psO/SlJ8wNIMqYlMFW5jfTolGnddZs1pQPiE9rK8qJqEWMjLgQ/vp5Lrx51pEh058nk/K7NokmcYPrSP4zZNgiqY8Yx354sI+1uzyVDia5r7mCrh1EB1sfUviIWp4E9MKbOl0X3MZhbmpWyyNebrguWTMIKy4yZDq868lzHVo/us4bscnFRvh+F9ohU864myEoDUlIILCzPfMY7gm0bBqqFw6Ja3xWAoM4lvArWoOh2jkCCLYgHEm7UAbqcIMvalmHStax0Bg/kB4pGDHU9XhkP5yXQlAm4dUO0aRcnqdZZoi1d9BaTzW8HZVs48waXeApUwlyZaV9ZpjuNlTGbHG0Y6mpgZ/lKbTsrdhScbQHEeTQK6fQvVHam3zajmrV4TLvFxxXzfnfEXocG3gNe0pCd3huF7Qmyrj+/R1tmDlRt7q46mHyofZfi7gdYW16orEKVup2gsAXULAQe1RFqckS2xOWIq1Bg8RXasNN1Jsjqdtb9SdA+2fHwu92n77NuDoRVDFwUn6zB9ahukqaJIbhBQibzTj1lv6Bm4UyXfFlm9feRxZvgetDS2S3QhVJkndUTRGVBu+1zHgi2BRzpfBXcChdjLNqMdVirvGNT1nwg+ZC7QnTYM2TBhtFvAUIiCZNJWJZZCLIO7qiY7nWJn+N2v93wwY9bZgMrX0lOpqddKAWjG06bi+ttVVeLl54ln5A90hhZQlSzYL2MIiILlncpC9WCrKvgpLspxZIE7QshX9sj5CTCdAvPpbZNV+3mwlwtAA55ZHcWvkc19GYttRe51Ud3hrqcRyyXPlSzUIYLd2tBFtUiyNS4phi0Y8tpib5hdliDpkrR2L8PAutOZCrL7GIjerMdCCORqi3lEGzoBXxWpOPBq0kAV930cULWNXGzNgrVGLTTkXt1mzf0IP7e9bASsCYk9g8piXA99vg9bUdv1gp2nBYIwYRD1afRHGHZVDYNMGjcq4sCEuj2/kRkZd3HU1CtaTHRMAbte1SkXa2TXVNfN3SVFhLDaxL7O6E6fuoLTjzu/KJXp9vuUGQhn9ZAgh3dFN2PynYDJGkYh/DWjN9d7kjTsl7O277OpWymoH0ZulPzYm2H5y05dA6itaKxPyZiP1kC+zD34SzaqnHlF1T7hSGHk5FOuCchaCdN2arGsCkparxcSWN57J+Qf/bhAmwXhlxc4xy0n4x3wwpYx+dYg5KWx/6U+rN1v+vZzPNeGDKPPavgRVlf8wyNqKJ/HP8q3uwkvgKrC/wyU3y8KXfHVpNeGLKiePoIuZhNOZeAp7N+Az0V2Kn+SyXzG47j3eOLwIvAi8CLwBMEnJUfjV2frO1v00Kw6+hLy7+9m1+0+vAZ4fsfFR6eSO6Lq5A6w8+F3vIAgTnruryu0C+yDwCdSUnWdW57kZ2heFKZsq7Ly0uHXwwcvBd7Mts30U5Z1wVZ+I8cAED7wbdc34FvLusKr4tLv7n7DrCKdpnNumr5SuyC4j9bViC8B/n7RgAAAABJRU5ErkJggg==)

Обратное преобразование:

![x_n = \frac{1}{N} \sum_{k=0}^{N-1} X_k e^{\frac{2\pi i}{N} k n} \quad \quad n = 0,\dots,N-1.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAW4AAAAzBAMAAABF6/8hAAAAMFBMVEX///8AAAC2trZ0dHRiYmJAQEDm5uYwMDDMzMwiIiIWFhZQUFCenp6KiooMDAwEBASQHDlWAAAFQElEQVRoBdVZXWgcVRT+dmd2spv9r7a1rT9rolKr4NSkin8waRtUipqUxocWw2CSxj/oBhvUB2FDjbba1kVEfFDcQB/aWsv6oGAR3PRB6IO4og/tg7JoDXnSBEsriMU7M/fOzr07M9ktJM4e2Nxzzvfde7+5c+fO2Q3QjI1ugPwPJXYUmukRDE70cx2aJSX5VCEYmppRIb2ghXOUmC400+N/5SgDdHo5sSAxJW2g++0i043f5PbRPb6b6T6MX4ju/qGhIRVtsN4dTDdRu7N91hu2bg1Spg11T/8L5KnuRN8z7AoC29rrvbTCZL9qknqWpi4/owXdI5hffj3NztCC7nN4vdlRl5/Xgm4Ff0f+vJqX2WOw/OJ8ZmhBN+Lqxi4V35agDPuMuDJQXXd2/Ulipxez2ZzH1D8D5TLCA8AWD8bKpeu6+66zZj0w47EREtXDyBcR/w74eOUEus8UH1z9JUVi2YLlJS+7c6eyaxLa15C3Ape7S6Pv9ZKFD4ApizWq4jarPZPNY/M61UVa+NQdefUiMi6Qa2p6e9k1T5LyBHlcJq4I8JgQ+4azqymcsFplHRDT612yzDLy7zr2LkRrdczXU+ZwwZNw5yogIqDRE0LCN4xnKzw+WADbRDwQO7ugJ4uy5yLybMTzSAtD1xmPkdWyC2grrUy2pBszwsa+dUAu1CcwvE3F8DHSpJFRI1rqAA96RikNsQEvtDwBjIjga2LCN55az8OdmXv5BOR5qCR1CPtzsULHwwLqFYaq6Ch5gdqsivMiSHV394/eL0IucTLL3/nk2gpj3dWrGa7Ub+pmWbc2+Wiy9wMemKoissCn7ChcSZXY93E7CUt3VI0VNxdoNmK8XU66b6DBG+tdDe8qC8m73bzRXennKizn0UrpV7HHwHabExWJ56db0uUbvHTL6CyHPabh0qlbdGccnsnR8HuEzVuhxp/QacqrOR+qYpIH/XTLUDYoKs8HXW8FoYqIGHHIPtgoGs6aq8q4b0zlYdUiJ3oeMZNq9BIDvVp9FviLB/1145NEzuQfNOxN02XPJRmrKftGd9AULbaGhFvI5yaaVsWldNCZ+xWiRjeHhVTv5/IIMPuTyY2+Yth+02e6z0Bh4/jtb+VXxjLaF5G4njSkFlHIu8Gw+HF0W57P32OIl3SC1/c3OQc7uRvp6H0fOVXfd8SWa+kO41OMKI939zfgQqKz6kyUgT9ITGoRkOd1oxPy81chpWocwe+9Q5hxY3V4s3T/cPAiNCmlhXiwMeIu/Hkd6KvAqEWwCwm1ke6aSWQQ2suTlXnynjefjH0aYHyUS6Tvu8QxjqkovZskYkZ0E8pbPeO9urIPR1nabvmqJkIGse0ceUblxSsFoxZBZNtWG1jCkfKIbBc4071lRG8mSU73VA0YXqvXf0ewe32R3aObl2ZkLmCHDdgOV9U8YKcdjlGLOMJrd6WGrvxdaYBpYhfmG4nOqiYxR5lcmWPUIl5DtpRPNrCrDRm3xId4udKQd1Y1RwsU3uakGbWIM75m/yWxp1IRM83HjqrGPgQPCcdv86P5MjUR5W6rCPrHzqqmc2cXsbt/HCZfc4Juzqpmgr31xa8PAbwIZ1VjrLZlARQqSCJbjFU1AhLs8Ihd1QRbp6jOvaoRWcGLNdeqJng6RUUDjqpmrEbRdx7KibyAxVxVI5GLMK2GGvXaoonRciFRwqm2EExFpp990PSkIrg6POjXsOns+Bj5r+vQaJvpfvJpa2Xbbb0/ukcxhZP9/VnQ94ZT30JIGiM/BEzqc211nkSLHfQ75O0BOb//AwPZFmHT8KWyAAAAAElFTkSuQmCC)

Обозначения:

* *N* — количество значений сигнала, измеренных за период, а также количество компонентов разложения;
* ![x_n, \quad n = 0,\dots,N-1,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMQAAAASBAMAAAD272xqAAAAMFBMVEX///8AAAC2trZ0dHRiYmJAQEDm5uYwMDDMzMwiIiIWFhZQUFCenp6KiooMDAwEBASQHDlWAAAB7ElEQVQ4EZVUPUtcQRQ9+zU76q4fCBaB1QVbixVF27EQEZuA21n4goqNqOAXWr1t1ErXQvAPWKjNpgiC1Sa/wGAau4RYhFQWgggpcmfW0b3znFUH3tw595y5h/fuvAHeMWRxwqse+wDM9yxzfo7DN6DFIFv2yeIHeeAjZ+UJx29A58A/nyxZovqKsWLt/RY3wCErUgda0u0QhbqEXm46+HWYA7Z8qmSmE9nQYR8tekdnhx3GwB/LV+MBIyRZTLNMHejDXyTrsFnWLGShqdwfuhzhwn2YqlBMneqhv2pDiyGMhB6LJJor8RccsmEOaX5CGloofKrMuHVqbyEQq7qMxiLTjjbevlcsmm6/mUK7emybpW33V4MiU0sZpYBnO/3tlpfI5JSWyw09Vs1Oa3EBYbAzNStcaOK5F6BDe+yoLEwEwIOyyMaaRRxnmBHjvaM2bWMsj99O/xr8elr5Wdm9NtYsvu/eQCVaVQzyzjIm0vfrcvq3GNIFsq+AJXoEyfVjEkjRopSniQ2yoKo7A/ODgVjCHmQ3o+lnKSqWgZyka7D007HQidSvdSDN1cCXjqngqeo1aHPClbyM+TEjTSTB9tmqRfwpIMsoL7h0mUiCCWzVI6xUscAoHxBVh4kkOM+qKs55kHPKEL2Z+Eb1HytfYqXu4D6ZAAAAAElFTkSuQmCC) — измеренные значения сигнала (в дискретных временных точках с номерами ![n = 0,\dots,N-1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI4AAAASBAMAAAB/d/sDAAAAMFBMVEX///8MDAy2trYWFhaenp5QUFBAQEDMzMwEBATm5uYiIiJ0dHQwMDBiYmKKiooAAADb8Dx7AAAAAXRSTlMAQObYZgAAAYBJREFUOBGNkzFLw1AUhU+1afpM07qJm7NTwFnoP2hXnSLF2UGoDmLdVcjgoOjQUQchq0Ohky5Cu3Wx0K0gCFqwIih470tJ+l6foRcC93zn5iS5SQBD1ftVA5XI7XgQnTPVFr6qJ0qs4tVoMFwfATnN3W9qIJJWG/my0SHYGwOuat7UmiqYqEwXS77RIVjtANeaWWhqIJKlAQqe0SHYrYQYaibnFF+KrTuVNwbInagoVgvljIduLKOGc5z8E3ZZ1ja4iCAtxwncL2POkJ7ikXOSSstxIT5FmMzKju8nqACnKk/PwW12jeftA66AW87BNuxvFkmVwv/3fAxU3uTo0TOXXJXM2YTlcWqyH3rviz4RUz0A+XvdkDkjZEKZGrtp3yFNWr/x5KThnOw7Sleh4ogV+i/sc0DQgUs6VTaHfDWfFkN/hlqc47SR66sY9VYV9oee01gGdn4CoK2NW3vjLQ1NSWeqj9pwhswDijNDgxkyD7jQh0RZJ3Np3qpSrqI08QeOIGDRbaLdPAAAAABJRU5ErkJggg==), которые являются входными данными для прямого преобразования и выходными для обратного;
* ![X_k, \quad k = 0,\dots,N-1,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMgAAAASBAMAAADs04zkAAAAMFBMVEX///8AAABQUFAWFhYwMDB0dHQiIiLm5uZAQEDMzMy2trZiYmKKioqenp4EBAQMDAyyg0n9AAACI0lEQVQ4EYVUMW/TQBh9SV1fHCclEdAOVBDEAGMrJAaqSh4QIHUxCyCKQN06MBhEEQvI5Q8QL1BUqUoGxITkIjaGZmLOxNApSAgGBkAMhQHBdw5n331OnE+K7733ve9e7HMC4FTTw5VZH7ly1kKubb1rcSnlbw8D9497KU/Aw/9UzAJ2YPaGrNRjqjjAeyZltLrWAcKMS+ScU3yzjdMKG2uXR5c9zPQNi0bcKARiTQDE5TSkG7pto6fIngJqPRTDDhXha9lqQPhMvaj4VOOGgua6blKAnp+1wEXF3fpR1Pi3TUNqR/rKaK7zYjU0lKiHysBQNPIaP+FqPIFpCL7x1pBX5zasAcHKWVny6RaGXMNue3xIdbFDG+TLPfAd8/YLQ2LcbW3wXdI72Y48ehGe8j7sJS5NCLEH+8nEC1nPE6hCRGzPkXCd74jSm/NMK/njD97poT4fywHngqyVZFaF3EP9GAl3ElG/dIPbCEjIzoRe4alQt2h4mqyfkxBNhAppAX9J//JyQe8S3sMt+IZWLvgxyjM/OS7kQQDs9lFdfuVhxzCt42qNmlqJ3/S34nwl5TE55UdIkoxVCEQduhhFd0L+D80Q7sdPbfcX7Rd91x1/YN3UOeGt1RacEwSMEDlW+XEJsJgdZ5pPgsQ/bNj7A0rxuWsUn86JxWOZfwYNsvZy8yOEWk4rHsv8z7DSgejn5kcIj7g2YYz55RsyuWJumTAW/wMM0Xavd3eeFgAAAABJRU5ErkJggg==) — *N* [комплексных](http://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BC%D0%BF%D0%BB%D0%B5%D0%BA%D1%81%D0%BD%D0%BE%D0%B5_%D1%87%D0%B8%D1%81%D0%BB%D0%BE) амплитуд синусоидальных сигналов, слагающих исходный сигнал; являются выходными данными для прямого преобразования и входными для обратного; поскольку амплитуды комплексные, то они обозначают одновременно и амплитуду и фазу;
* ![|X_k| \over N](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAAqBAMAAAApJOTbAAAAMFBMVEX///8AAABQUFDMzMwwMDBAQEAWFhZ0dHQiIiLm5ua2trZiYmKKioqenp4EBAQMDAw5PR8zAAABJklEQVQoFWNgUGZAASCuMxCrCTowFEoUgORAXBDmlGBg4JgAEoELMQQaMGiCRRBCCwO4DdCE2ASqICIIVTwiF9CFGN5DRRCquBIXoKuyNnQAOiUeKAx31wYOSSC3FEloEgOvNJDbgySkwMDwH8h9uTwBpnEG0C8bLzBw5a50gArdEAxg4H74xID7K1AKZjxQExBw3HowAU2Ij0GgAE3IgsF7AZoQWDfIrGAwC06gceHixDAEMQAxukhUw+2YwMDp+ARF1wopBgZWFBGGzaIMDNyoQgqODAzTUYU2XCxgOIwixHWBP4FhA4oQ+wRuYTQhbgZOIc4CFFVAy/p4F6AI2TAwXDyNIsJQycDA140qBLSMCZQqkEAAAwMz0EtIIF5kAgODA1QAAJgpOFt1pn/lAAAAAElFTkSuQmCC) — обычная (вещественная) амплитуда k-го синусоидального сигнала;
* arg(*Xk*) — фаза k-го синусоидального сигнала ([аргумент комплексного числа](http://ru.wikipedia.org/wiki/%D0%90%D1%80%D0%B3%D1%83%D0%BC%D0%B5%D0%BD%D1%82_%D0%BA%D0%BE%D0%BC%D0%BF%D0%BB%D0%B5%D0%BA%D1%81%D0%BD%D0%BE%D0%B3%D0%BE_%D1%87%D0%B8%D1%81%D0%BB%D0%B0));
* *k* — частота k-го сигнала, равная ![\frac{k}{T}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAApBAMAAAAYDW5SAAAAMFBMVEX///8AAADMzMwiIiJAQECKioq2trbm5uZiYmIMDAx0dHQwMDAEBAQWFhZQUFCenp7xDfpTAAAAr0lEQVQYGWNgYFAWYYACUSjNJg5lcEyAMpgdoAzGgKoWMDOxfMEeMKOzikEJzLBtAFMMDBJvE8AsNnGuCewgFscErgNcIAazA5dBOIjB+YFhVwCIQSUgCAECRBnHL+uycYq3MAMDyweGjx8YUhgY+BgYHjIwVDEwpDEw3GVgyGdgSGBgkGNgUAeZxwYLFg5YsDDDgoXRAaQACBJhnmksgAgw7ITSDKchDD5fGRcQCwCSihuS4llDrAAAAABJRU5ErkJggg==), где *T* — период времени, в течение которого брались входные данные.

Из последнего видно, что преобразование раскладывает сигнал на синусоидальные составляющие (которые называются гармониками) с частотами от N колебаний за период до одного колебания за период. Поскольку частота дискретизации сама по себе равна N отсчётов за период, то высокочастотные составляющие не могут быть корректно отображены — возникает [муаров эффект](http://ru.wikipedia.org/wiki/%D0%9C%D1%83%D0%B0%D1%80%D0%BE%D0%B2_%D1%8D%D1%84%D1%84%D0%B5%D0%BA%D1%82). Это приводит к тому, что первая половина из N комплексных амплитуд, фактически, является зеркальным отображением второй и не несёт значительного смысла

![ \vec X = \hat A \vec x ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEcAAAATBAMAAAAwgQ3NAAAAMFBMVEX///8AAAB0dHSKioq2trYWFhYMDAzMzMzm5uZQUFAwMDAiIiJAQEBiYmKenp4EBARH8cEQAAABJklEQVQoFWNggABlKI1EMTkgcRhYQkNDEwuQRcBs3SVoQhwhaAIMDMwGnGgaORwwFJEhMFVwAYOitAKmzi0QIbCfOKQZGLjRrAdJMwszIPnpYAHDDExzGHqEwIJQPzke4MViEIOGJESRA5hiFVAB06gEi4MMsgCz9ANkLpTNzJDNwOB0h1cLyv8GpY8Cgz40dAOEZ8CwlYHdgHuDIsQpLIEOUFVIFDB41zPwMrBOaIEI1hYuQJKFMjnPnAkEMhkdIHyOCdwSUBkk6gUDg2IDA8NDqFAnA58shInsJgUGBkMHBoarUEUHGBjSoEwExQtkOj7gY4hkaAIJdjcwMFx8AGIhAx8gp1DBsDyXYQKQ9VrwAAPvx19oQV4lb8DAGZhTpdSlC5QBADP+Nr2C0pG0AAAAAElFTkSuQmCC)

![
\hat A = \begin{pmatrix}
1 &1 &1 &1 &\ldots &1 \\
1 &e^{-\frac{2\pi i}{N}} &e^{-\frac{4\pi i}{N}} &e^{-\frac{6\pi i}{N}} &\ldots &e^{-\frac{2\pi i}{N}(N-1)}\\
1 &e^{-\frac{4\pi i}{N}} &e^{-\frac{8\pi i}{N}} &e^{-\frac{12\pi i}{N}} &\ldots &e^{-\frac{2\pi i}{N}2(N-1)}\\
1 &e^{-\frac{6\pi i}{N}} &e^{-\frac{12\pi i}{N}} &e^{-\frac{18\pi i}{N}} &\ldots &e^{-\frac{2\pi i}{N}3(N-1)}\\
\vdots &\vdots &\vdots &\vdots &\ddots &\vdots\\
1 &e^{-\frac{2\pi i}{N}(N-1)} &e^{-\frac{2\pi i}{N}2(N-1)} &e^{-\frac{2\pi i}{N}3(N-1)} &\ldots &e^{-\frac{2\pi i}{N}(N-1)^2}
\end{pmatrix}](data:image/png;base64,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)

![ A(m,n) = \exp \left( -2\pi i \frac{(m-1)(n-1)}{N} \right) ](data:image/png;base64,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)

//Fast Furye Transformation --------------------------------------------------

matric<int> FFT(matric<float> &r, int M, int N)

{

matric<int> FFTmatric(8, 8);

float Sum1, Sum2;

for(int u=0; u<8; u++)

{

for (int v=0; v<8; v++)

{

Sum1=0;

for(int y=0; y<8; y++)

{

for(int x=0; x<8; x++)

{

Sum1 += exp(-2\*3.14\*u\*x/8) \* r.ar[(y+M)\*8+x+N] \* exp(-2\*3.14\*v\*y/8);

}

}

FFTmatric.ar[v\*8+u] = (int)(0.125\*0.125\*Sum1);

}

}

return FFTmatric;

}

![ X_m=\sum_{n=0}^{M-1} x_{2n} a_{M}^{nm} + \exp \left( -2\pi i \frac{m}{N} \right) \sum_{n=0}^{M-1} x_{2n+1} a_{M}^{nm} ](data:image/png;base64,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)

#define \_USE\_MATH\_DEFINES

#include <math.h>

#include <stdio.h>

double \*FFT( int \*dIn, int nn )

{

int i, j, n, m, mmax, istep;

double tempr, tempi, wtemp, theta, wpr, wpi, wr, wi;

int isign = -1;

double \*data = new double [ nn \* 2 + 1 ];

for( i = 0; i < nn; i++ )

{

data[ i \* 2 ] = 0;

data[ i \* 2 + 1 ] = dIn[ i ];

}

n = nn << 1;

j = 1;

i = 1;

while( i < n )

{

if( j > i )

{

tempr = data[ i ]; data[ i ] = data[ j ]; data[ j ] = tempr;

tempr = data[ i + 1 ]; data[ i + 1 ] = data[ j + 1 ]; data[ j + 1 ] = tempr;

}

m = n >> 1;

while( ( m >= 2 ) && ( j > m ) )

{

j = j - m;

m = m >> 1;

}

j = j + m;

i = i + 2;

}

mmax = 2;

while( n > mmax )

{

istep = 2 \* mmax;

theta = 2.0 \* M\_PI / ( isign \* mmax );

wtemp = sin( 0.5 \* theta );

wpr = -2.0 \* wtemp \* wtemp;

wpi = sin( theta );

wr = 1.0;

wi = 0.0;

m = 1;

while( m < mmax )

{

i = m;

while( i < n )

{

j = i + mmax;

tempr = wr \* data[ j ] - wi \* data[ j + 1 ];

tempi = wr \* data[ j + 1 ] + wi \* data[ j ];

data[ j ] = data[ i ] - tempr;

data[ j + 1 ] = data[ i + 1 ] - tempi;

data[ i ] = data[ i ] + tempr;

data[ i + 1 ] = data[ i + 1 ] + tempi;

i = i + istep;

}

wtemp = wr;

wr = wtemp \* wpr - wi \* wpi + wr;

wi = wi \* wpr + wtemp \* wpi + wi;

m = m + 2;

}

mmax = istep;

}

double \*dOut = new double [ nn / 2 ];

for( i = 0; i < ( nn / 2 ); i++ )

{

dOut[ i ] = sqrt( data[ i \* 2 ] \* data[ i \* 2 ] + data[ i \* 2 + 1 ] \* data[ i \* 2 + 1 ] );

}

delete []data;

return dOut;

}

int main()

{

int \*dsin = new int [ 1801 ], \*pdsin = dsin;

for( double x = 0.; x <= 10. \* M\_PI; x += M\_PI / 180.0 )

{

\*pdsin++ = sin( x ) \* 1000. + cos( 0.5 \* x ) \* 1000.;

}

double \*dfourier = FFT( dsin, 1024 );

delete []dsin;

for( int i = 0; i < 512; i++ )

{

printf( "%d**\t**%lf**\r\n**", i, dfourier[ i ] );

}

delete []dfourier;

return 0;

}

**Матрицы фильтра Гаусса разного масштаба**

Создаем матрицы нормального распределения вероятности Гауса, с различными коэффициентами распределения: ;

//Фильтр Гаусса---------------------------------------------------------------

matric<float> FilterGauss (float sigma, int n, float factorY) // sigma(0.5..1.5) n(1..3) factorY(1..2.5)

{

matric<float> FilterGauss(n, n);

for (int j = 0; j < n; j++)

for (int k = 0; k < n; k++)

FilterGauss.ar[j\*n+k] = factorY \* (exp((-pow(k, 2)-pow(j, 2))/(2\*pow(sigma, 2)))/(2 \* M\_PI \* pow(sigma, 2)));

return FilterGauss;

};

float Etta = 1.2, S = 0.7, h;

scale = 1 .. 14;

GaussD = FilterGauss(S\*pow(Etta, scale), 2, 1);

**Свертка**

//Свертка---------------------------------------------------------------------

/\*virtual\*/image image :: Convolution(const matric<float> &Filter)

{

matric<float> A(Filter.m, Filter.n);

matric<float> temp(Y);

for (int jm = Filter.m; jm < Y.m; jm++)

{

for (int kn = Filter.n; kn < Y.n; kn++)

{

for (int j = 0; j < Filter.m; j++)

for (int k = 0; k < Filter.n; k++)

A.ar[j\*Filter.n+k] = temp.ar[(jm - Filter.m + j)\*Y.n+(kn - Filter.n + k)];

//Умножение A = A \* Filter и свертка в temp

for (int jj = 0; jj < A.m; jj++)

for (int kk = 0; kk < A.n; kk++)

{

int l = (jm - Filter.m + jj)\*Y.n + (kn - Filter.n + kk);

temp.ar[l] = 0;

for (int i = 0; i < A.n; i++)

temp.ar[l] += A.ar[jj\*A.n+i] \* Filter.ar[i\*Filter.n+kk];

}

//-------------------------------------

}

}

Y = temp;

return \*this;

};

**Нормализованный Лапласиан по масштабированным Гауссианам**

1. Сворачиваем битовые матрицы по фильтру Гаусса:
2. Находим Лапласиан Гауссиана: ;

В данном случае на изображение применяется 2D(двухмерный) фильтр Гаусса разного масштаба, и на каждый масштаб находится Лапласиан Гауссиана.

**Градиент**

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **C** |
| **d** | **e** | **F** |
| **g** | **h** | **i** |

**Sx = c+2f+I – (a+2d+g)**

**Sy=g+2h+i-(a+2b+c)**

**S=**=

**Фактор Харрисона**

LoG(x, ) = , max по переменной n

Если LoG(x, ) < LoG(x, ) , LoG(x, LoG(x, ) и LoG(x,)>LoGthr>10, то этот масштаб наиболее информативен.

**Регрессия**
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/\*virtual\*/ image image :: HarrissLaplass(void)

{

float Etta = 1.2, S = 0.7, h;

matric<float> A(2, 2), GaussN(2, 2), GaussD(2, 2);

int al, bl, cl, dl, el, fl, gl, hl, il, l, lx, ly, lxy;

int Ym = Y.m; int Yn = Y.n;

matric<float> L(Ym, Yn), Lx(Ym, Yn), Ly(Ym, Yn), Lxx(Ym, Yn), Lxy(Ym, Yn), Lxxyy(Ym, Yn), Lyy(Ym, Yn), LoG(Ym, Yn);

for(int scale = 1; scale < 10; scale++)

{

GaussN = FilterGauss(pow(Etta, scale), 2, 1);

GaussD = FilterGauss(S\*pow(Etta, scale), 2, 1);

for (int jm = GaussN.m+2; jm < Y.m; jm++)

{

for (int kn = GaussN.n+2; kn < Y.n; kn++)

{

for (int j = 0; j < GaussN.m; j++)

for (int k = 0; k < GaussN.n; k++)

A.ar[j\*GaussN.n+k] = Y.ar[(jm - GaussN.m + j)\*Y.n+(kn - GaussN.n + k)];

for (int jj = 0; jj < A.m; jj++)

for (int kk = 0; kk < A.n; kk++)

{

cl = (jm - GaussN.m + jj - 2)\*Y.n + (kn - GaussN.n + kk);

al = cl-2; // al = (jm - GaussN.m + jj - 2)\*Y.n + (kn - GaussN.n + kk - 2);

bl = cl-1; // bl = (jm - GaussN.m + jj - 2)\*Y.n + (kn - GaussN.n + kk - 1);

dl = (jm - GaussN.m + jj - 1)\*Y.n + (kn - GaussN.n + kk - 2);

lxy = el = (jm - GaussN.m + jj - 1)\*Y.n + (kn - GaussN.n + kk - 1);

ly = fl = (jm - GaussN.m + jj - 1)\*Y.n + (kn - GaussN.n + kk);

gl = (jm - GaussN.m + jj)\*L.n + (kn - GaussN.n + kk - 2);

lx = hl = (jm - GaussN.m + jj)\*Y.n + (kn - GaussN.n + kk - 1);

l = il = (jm - GaussN.m + jj)\*Y.n + (kn - GaussN.n + kk);

L.ar[l] = 0;

//Нормальный Лаплассиан Гауссиана

for (int i = 0; i < A.n; i++)

L.ar[l] += A.ar[jj\*A.n+i] \* (GaussD.ar[i\*GaussN.n+kk] - GaussN.ar[i\*GaussN.n+kk]);

Lnorm.ar[l] += L.ar[l] \* pow(S\*pow(Etta, scale), 2);

//Встроенный градиент

/\* Lx.ar[l] = (Lnorm.ar[l]-Lnorm.ar[lx]);

Ly.ar[l] = (Lnorm.ar[l]-Lnorm.ar[ly]);

Lxx.ar[l] = Lx.ar[l]-Lx.ar[lx];

Lyy.ar[l] = Lx.ar[l]-Lx.ar[ly];

Lxy.ar[l] = (Lnorm.ar[l] - Lnorm.ar[lxy]);

Lxxyy.ar[l] = Lxy.ar[l]-Lxy.ar[lxy];

if (scale == 1)

{

Sx.ar[l] = (Lnorm.ar[cl] + (2 \* Lnorm.ar[fl]) + Lnorm.ar[il]) - (Lnorm.ar[al] + (2 \* Lnorm.ar[dl]) + Lnorm.ar[gl]);

Sy.ar[l] = (Lnorm.ar[gl] + (2 \* Lnorm.ar[hl]) + Lnorm.ar[il]) - (Lnorm.ar[al] + (2 \* Lnorm.ar[bl]) + Lnorm.ar[cl]);

Sxy.ar[l] = pow(pow(Sx.ar[l], 2)+ pow(Sy.ar[l], 2), 0.5);

} \*/

// Фактор Харрисона

/\* if(pow(pow(Lxx.ar[l]+Lyy.ar[l], 2), 0.5)>LoG.ar[l] && pow(pow(Lxx.ar[l]+Lyy.ar[l], 2), 0.5)>10)

{

h = pow(Etta, scale)\*(Lxx.ar[l]\*Lyy.ar[l]) - Lxxyy.ar[l]\*Lxxyy.ar[l] +

0.04\*pow(pow(Etta, scale)\*(Lxx.ar[l]+Lyy.ar[l]), 2);

if(h > H.ar[l] && h>250)

{H.ar[l] = h/10;}

}

LoG.ar[l] = pow(pow(Lxx.ar[l]+Lyy.ar[l], 2), 0.5); \*/

}

}

}

}

return \*this;

}

**Набор характеристтик области внимания**

1. Стандартное отклонение (standart deviation)

среднее пиксельное значение сегмента

- пиксельное значение в I строке j столбце

1. Асимметрия (skewness)
2. Межпиксельная контрастность (neighbor contrast)

Средняя разность между значениями соседних пикселов

1. Бета (beta) показывает насколько сильно отличаются значения пикселов от значения в центре блока
2. Максимальный градиент (maximum gradient)

float \*mean, \*std\_dev, \*skewness, \*neighbor\_contrast, \*beta\_coeff;

mean = new float[KeyPoint];

std\_dev = new float[KeyPoint];

skewness= new float[KeyPoint];

neighbor\_contrast= new float[KeyPoint];

beta\_coeff= new float[KeyPoint];

for (int i = 0; i < KeyPoint; i++)

{

X1 = (int)v1[i].x - Segment;

Y1 = (int)v1[i].z - Segment;

X2 = (int)v1[i].x + Segment;

Y2 = (int)v1[i].z + Segment;

SumN = ((Y2+1)\*rimg.Y.n+(X2+1) - Y1\*rimg.Y.n+X1);

if(SumN)

{

center\_row = (Y2+1 - Y1)/2 + Y1;

center\_col = (X2+1 - X1)/2 + X1;

for (int j = Y1; j < Y2+1; j++)

{

row\_dist\_sq = (j-center\_row)\*(j-center\_row);

for (int k = X1; k < X2+1; k++)

{

col\_dist = k-center\_col;

mean[i] += rimg.Y.ar[j\*rimg.Y.n+k];

mean\_rad += sqrt(row\_dist\_sq + col\_dist\*col\_dist);

}

}

mean[i] = mean[i]/SumN;

mean\_rad /= SumN;

for (int j = Y1; j < Y2+1; j++)

{

for (int k = X1; k < X2+1; k++)

{

x = mean\_rad - sqrt(row\_dist\_sq + col\_dist\*col\_dist);

sxy += x\*(rimg.Y.ar[j\*rimg.Y.n+k] - mean[i]);

sxx += x\*x;

diff = rimg.Y.ar[j\*rimg.Y.n+k]-mean[i];

std\_dev[i] += diff\*diff;

skewness[i] += diff\*diff\*diff;

}

}

for (int j = Y1+incr; j < Y2+1; j++)

for (int k = X1+incr; k < X2+1; k++)

neighbor\_contrast[i] += (float)abs((int)((rimg.Y.ar[j\*rimg.Y.n+k] - rimg.Y.ar[(j-incr)\*rimg.Y.n+k])\*100))/100 + (float)abs((int)((rimg.Y.ar[j\*rimg.Y.n+k] - rimg.Y.ar[j\*rimg.Y.n+(k-incr)])\*100))/100;

if(std\_dev[i] < 1e-10 && (-std\_dev[i]) < 1e-6){std\_dev[i] =0.0;}

else{std\_dev[i] = sqrt(std\_dev[i]/SumN);}

skewness[i] /= SumN;

skewness[i] = skewness[i]/(std\_dev[i]\*std\_dev[i]\*std\_dev[i]);

neighbor\_contrast[i] /= SumN;

if (sxx < 1e-10) {beta\_coeff[i] = 0.0;}

else {beta\_coeff[i] = sxy/sxx;}

}

if(i==0)

{

meanMIN = meanMAX = mean[i];

std\_devMIN = std\_devMAX = std\_dev[i];

skewnessMIN = skewnessMAX = skewness[i];

neighbor\_contrastMIN = neighbor\_contrastMAX = neighbor\_contrast[i];

beta\_coeffMIN = beta\_coeffMAX = beta\_coeff[i];

}

if(meanMIN > mean[i])meanMIN = mean[i];

if(meanMAX < mean[i])meanMAX = mean[i];

if(std\_devMIN > std\_dev[i])std\_devMIN = std\_dev[i];

if(std\_devMAX < std\_dev[i])std\_devMAX = std\_dev[i];

if(skewnessMIN > skewness[i])skewnessMIN = skewness[i];

if(skewnessMAX < skewness[i])skewnessMAX = skewness[i];

if(neighbor\_contrastMIN > neighbor\_contrast[i])neighbor\_contrastMIN = neighbor\_contrast[i];

if(neighbor\_contrastMAX < neighbor\_contrast[i])neighbor\_contrastMAX = neighbor\_contrast[i];

if(beta\_coeffMIN > beta\_coeff[i])beta\_coeffMIN = beta\_coeff[i];

if(beta\_coeffMAX < beta\_coeff[i])beta\_coeffMAX = beta\_coeff[i];

}

for (int i = 0; i < KeyPoint; i++)

{

mean[i] = (mean[i]-meanMIN)/(meanMAX-meanMIN);

std\_dev[i] = (std\_dev[i]-std\_devMIN)/(std\_devMAX-std\_devMIN);

skewness[i] = (skewness[i]-skewnessMIN)/(skewnessMAX-skewnessMIN);

neighbor\_contrast[i] = (neighbor\_contrast[i]-neighbor\_contrastMIN)/(neighbor\_contrastMAX-neighbor\_contrastMIN);

beta\_coeff[i] = (beta\_coeff[i]-beta\_coeffMIN)/(beta\_coeffMAX-beta\_coeffMIN);

}

delete mean, std\_dev, skewness, neighbor\_contrast, beta\_coeff;

Данные потока(2):

**Аффинное преобразование**

![\begin{pmatrix} f(x) \\ 1 \end{pmatrix} = \begin{pmatrix} M & v \\ 0 & 1 \end{pmatrix} \begin{pmatrix} x \\ 1 \end{pmatrix}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMsAAAAwBAMAAABNgJPaAAAAMFBMVEX///90dHQiIiKenp5QUFBiYmIEBAQwMDCKiooMDAzm5uYWFha2trZAQEDMzMwAAADHuC39AAAAAXRSTlMAQObYZgAABaFJREFUWAmtmE2IHEUUx9987c70fOx4WBdF2SGo+HFwTt6SmYuCBskEjYIgDogIQWTiSZAkYw4KEZxNMKjxqxU0WSHsKAkaRWg9CBJlBxTFLLLjKUhcd0UDcTWr76Oqu173zJysQ733fu9f9aq7qrd7FgDbGnWx5g1iIApHyTl7KtIAVGSCiJU+CdO+eGQOiZvsHXksma854JzPQcQWhzabNd51CHIdS2M2kscSAA9GxHvT+CH7mMH2PQD3mVTZR+dGE8QNyef+Ijr/2ZBM1NKt0C92jWtZmZftbd4GFXsBHjnvBUaoDcsrtyP0Vn2dAu+JEPxgPcu+ZHFq4X1ID23uW3RSCzZSluWp3hAFP6oEBddYUtprPcvOMJgeAFwMU1+QdyQMXYfluaU6wI43XM5+oWpQsRXmhOU3Q8H9YWqKvOfC0HFEnpvB+Q5fdri4+bZBPd84AMIKTQK5g/sDuBmdzx9+dw4gjYuFqWhFJJEm8pNo8hlZIPPKXD3VRu8xUcFLaEuz53d3LGsMObOM/ZP4UFXTtfkhlKlCdoEzuhP54XQHfs22o1Qu2+GqdwvKbKH9GbalyDJ7RhK0ebi6HBSbJazQxLDyh6RUL/JWuQ/VIi3VtB24GTX01+sMpvtoWnAaAssuMQc6gBt4SGGGhLkB0eQWA4i8lWtnfNof2/x1H6cFKPBAmCHfB1knsfw/oqQDtEFugzopcxe5uoncq+Y3ToK53SLYSavH29DmsBeQyfCEzMricmHe0p14RXLToMFiGhA2keeHpa0qqFWcgcwQVRlZ9SoPyPbxioQVakwqVOJ1PB14P98GKFeJLtH6dBN5DrxLAXzkph7FbcXmyU09Sn5QbHo0D7GZJhE53E8D9H47RhdfDAhOdahXTeRlgD8BfnczH8CLHD7OPWYhv/VLi0sDsuUu82wNzfUAF646MetjAYbpBTZux/LyWweg5q38PXAyF3YHHN1CfekydpV91+57yLL5gL10Fc0iu9RtZ8/uW4jxj3LgBKNc3pWUOVdGgGyXT/7XU2TKAXbcDnCfo4dLN5FrpqJHhhhm+TCFHNlBDq58Q8brmExJbkc++XyK3MhGmV4d6fSGSiG7icGd59k8a7LTYjN0i3UTuWYqanQxTLfj7KwLUoFEsnNQkrO08im1GqeUXMS6X65iXFxQENmrCuigJA+BCyfJWbfcQlOIlWnBa+4kMb+SLDNJzqPXuUxfzYRs0rj/scyku2Bumrs3k+R8BWNu2ll1eTowR8CFk+RSpoomeQT0CdWftJMO9Nqeplse4JSE6kBHTD9vF2vu2AmPp3c89vVb+VBGuo+nw9RfjxMrqsyEPzbZDkzVnSV5+00Z54+Ny+aHjhimVZnshptj38oLLUgPVPYpiXaR4S8NtBEzLwLRxMrE/maQxspnujDdN4PEmCl5r/lFgDhiSy1XrK/GvFldgZWvd6HcdhN2yqMEzTvUYYWOK9Zl7JyOwsrHlTEFXpYhcjXE9Jp0mUbdKSCulY8rk5F3x/duGWJ59erSZXg7dSUrH1fGnJrekIfJ1RDz1IeDLqM+XaSclc9URx8B8yW6VHXKMNsm46VXZbzkWw3AyPFAFwfuSLPdS12G6RobuRpmPZ+JdKpMru1krGvk8cfTHt4HRGd+zUgZZriuqKkyhWaUCD0jx1+wh0LGjkxJPzioHePeYfyzhCF+kaxeuce4aBp+5Ieela/NNkNGzr3/fufjd+ymgVcn2BGTSZjTCUJgrJySxSb12OSXILuG3cFBssu0kwzJODmLw2SmzTF1hqWbFCRboZtkSNJN7Ma1V8LEDaFnmIc/BEa1n0ZBfNDGyEldjs74YmCGh+wr3xBl8n0VRsFoOedfiFSl48YP2egJz/nRGOWNlpNE/dPITO+w59U0Eni3joCCRsk5847vjMl3HPYf6tZsuVPd2rUAAAAASUVORK5CYII=)

//Аффинное преобразование-----------------------------------------------------

void AffinTransformation(image &img, matric<float> &affin)

{

float a, b, c, d, e, f, jaff, kaff;

a = affin.ar[0\*3+0];

b = affin.ar[0\*3+1];

e = affin.ar[0\*3+2];

c = affin.ar[1\*3+0];

d = affin.ar[1\*3+1];

f = affin.ar[1\*3+2];

int m, n, x[4], y[4], Xmin=0, Ymin=0, Xmax=0, Ymax=0;

x[0]=(-e)/a;

y[0]=(-f)/d;

x[1]=(-b\*(img.R.m)-e)/a;

y[1]=((img.R.m)-f)/d;

x[2]=((img.R.n)-e)/a;

y[2]=(-c\*(img.R.n)-f)/d;

x[3]=((img.R.n)-b\*(img.R.m)-e)/a;

y[3]=((img.R.m)-c\*(img.R.n)-f)/d;

for(int i=0; i<4; i++)

{

if(Xmin>x[i]){Xmin=x[i];}

if(Ymin>y[i]){Ymin=y[i];}

if(Xmax<x[i]){Xmax=x[i];}

if(Ymax<y[i]){Ymax=y[i];}

}

m = (int)(Ymax-Ymin);

n = (int)(Xmax-Xmin);

Form1->Image1->Canvas->Rectangle(0,0,800,600);

for (int j = 0; j <800; j++)

for (int k = 0; k < 600; k++)

{

jaff =c\*j + d\*k + f;

kaff =a\*j + b\*k + e;

if(kaff>0 && jaff>0 && kaff<img.R.n && jaff<img.R.m)

{

Form1->Image1->Canvas->Pixels[(int)j][(int)k] = (int)img.R.ar[(int)jaff\*img.R.n + (int)kaff] + ((int)(img.G.ar[(int)jaff\*img.R.n + (int)kaff]) << 8) + ((int)(img.B.ar[(int)jaff\*img.R.n + (int)kaff]) << 16);

}

}

};

**Определение матрицы аффинного преобразования**

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Form1->Memo1->Lines->Add("Хороших точек: " + (String)(goodPoints[0]-2));

delta = deltaA = deltaB = deltaC = deltaD = deltaE = deltaF = delta \*0;

for (int i = 1; i < (goodPoints[0]-2); i++)

{

delta.ar[0\*delta.n+0] += v1[goodPoints[i]].x;

delta.ar[1\*delta.n+0] += v1[goodPoints[i+1]].x;

delta.ar[2\*delta.n+0] += v1[goodPoints[i+2]].x;

delta.ar[0\*delta.n+1] += v1[goodPoints[i]].z;

delta.ar[1\*delta.n+1] += v1[goodPoints[i+1]].z;

delta.ar[2\*delta.n+1] += v1[goodPoints[i+2]].z;

delta.ar[0\*delta.n+2] = delta.ar[1\*delta.n+2] = delta.ar[2\*delta.n+2] += 1;

deltaA.ar[0\*deltaA.n+0] += v2[goodPoints[i]].x;

deltaA.ar[1\*deltaA.n+0] += v2[goodPoints[i+1]].x;

deltaA.ar[2\*deltaA.n+0] += v2[goodPoints[i+2]].x;

deltaA.ar[0\*deltaA.n+1] += v1[goodPoints[i]].z;

deltaA.ar[1\*deltaA.n+1] += v1[goodPoints[i+1]].z;

deltaA.ar[2\*deltaA.n+1] += v1[goodPoints[i+2]].z;

deltaA.ar[0\*deltaA.n+2] = deltaA.ar[1\*deltaA.n+2] = deltaA.ar[2\*deltaA.n+2] += 1;

deltaB.ar[0\*deltaB.n+0] += v1[goodPoints[i]].x;

deltaB.ar[1\*deltaB.n+0] += v1[goodPoints[i+1]].x;

deltaB.ar[2\*deltaB.n+0] += v1[goodPoints[i+2]].x;

deltaB.ar[0\*deltaB.n+1] += v2[goodPoints[i]].x;

deltaB.ar[1\*deltaB.n+1] += v2[goodPoints[i+1]].x;

deltaB.ar[2\*deltaB.n+1] += v2[goodPoints[i+2]].x;

deltaB.ar[0\*deltaB.n+2] = deltaB.ar[1\*deltaB.n+2] = deltaB.ar[2\*deltaB.n+2] += 1;

deltaE.ar[0\*deltaE.n+0] += v1[goodPoints[i]].x;

deltaE.ar[1\*deltaE.n+0] += v1[goodPoints[i+1]].x;

deltaE.ar[2\*deltaE.n+0] += v1[goodPoints[i+2]].x;

deltaE.ar[0\*deltaE.n+1] += v1[goodPoints[i]].z;

deltaE.ar[1\*deltaE.n+1] += v1[goodPoints[i+1]].z;

deltaE.ar[2\*deltaE.n+1] += v1[goodPoints[i+2]].z;

deltaE.ar[0\*deltaE.n+2] += v2[goodPoints[i]].x;

deltaE.ar[1\*deltaE.n+2] += v2[goodPoints[i+1]].x;

deltaE.ar[2\*deltaE.n+2] += v2[goodPoints[i+2]].x;

deltaC.ar[0\*deltaC.n+0] += v2[goodPoints[i]].z;

deltaC.ar[1\*deltaC.n+0] += v2[goodPoints[i+1]].z;

deltaC.ar[2\*deltaC.n+0] += v2[goodPoints[i+2]].z;

deltaC.ar[0\*deltaC.n+1] += v1[goodPoints[i]].z;

deltaC.ar[1\*deltaC.n+1] += v1[goodPoints[i+1]].z;

deltaC.ar[2\*deltaC.n+1] += v1[goodPoints[i+2]].z;

deltaC.ar[0\*deltaC.n+2] = deltaC.ar[1\*deltaC.n+2] = deltaC.ar[2\*deltaC.n+2] += 1;

deltaD.ar[0\*deltaD.n+0] += v1[goodPoints[i]].x;

deltaD.ar[1\*deltaD.n+0] += v1[goodPoints[i+1]].x;

deltaD.ar[2\*deltaD.n+0] += v1[goodPoints[i+2]].x;

deltaD.ar[0\*deltaD.n+1] += v2[goodPoints[i]].z;

deltaD.ar[1\*deltaD.n+1] += v2[goodPoints[i+1]].z;

deltaD.ar[2\*deltaD.n+1] += v2[goodPoints[i+2]].z;

deltaD.ar[0\*deltaD.n+2] = deltaD.ar[1\*deltaD.n+2] = deltaD.ar[2\*deltaD.n+2] += 1;

deltaF.ar[0\*deltaF.n+0] += v1[goodPoints[i]].x;

deltaF.ar[1\*deltaF.n+0] += v1[goodPoints[i+1]].x;

deltaF.ar[2\*deltaF.n+0] += v1[goodPoints[i+2]].x;

deltaF.ar[0\*deltaF.n+1] += v1[goodPoints[i]].z;

deltaF.ar[1\*deltaF.n+1] += v1[goodPoints[i+1]].z;

deltaF.ar[2\*deltaF.n+1] += v1[goodPoints[i+2]].z;

deltaF.ar[0\*deltaF.n+2] += v2[goodPoints[i]].z;

deltaF.ar[1\*deltaF.n+2] += v2[goodPoints[i+1]].z;

deltaF.ar[2\*deltaF.n+2] += v2[goodPoints[i+2]].z;

//вывод векторного поля

Form1->Image2->Canvas->Refresh();

Form1->Image2->Canvas->MoveTo(v2[goodPoints[i]].x, v2[goodPoints[i]].z);

switch (ColorFlag){

case 0: Form1->Image2->Canvas->Pen->Color = clRed; break;

case 1: Form1->Image2->Canvas->Pen->Color = clGreen; break;

case 2: Form1->Image2->Canvas->Pen->Color = clBlue; break;

case 3: Form1->Image2->Canvas->Pen->Color = clYellow; break; }

Form1->Image2->Canvas->LineTo(v1[goodPoints[i]].x, v1[goodPoints[i]].z);

}

if(delta.D()>(1e-15) || -delta.D()>(1e-15))

{

AffinTransformation.ar[0\*AffinTransformation.n+0] = deltaA.D()/delta.D();

AffinTransformation.ar[0\*AffinTransformation.n+1] = deltaB.D()/delta.D();

AffinTransformation.ar[1\*AffinTransformation.n+0] = deltaC.D()/delta.D();

AffinTransformation.ar[1\*AffinTransformation.n+1] = deltaD.D()/delta.D();

AffinTransformation.ar[0\*AffinTransformation.n+2] = deltaE.D()/delta.D();

AffinTransformation.ar[1\*AffinTransformation.n+2] = deltaF.D()/delta.D();

}

else

{

AffinTransformation.ar[0\*AffinTransformation.n+0] = 1.0;

AffinTransformation.ar[0\*AffinTransformation.n+1] = 0;

AffinTransformation.ar[1\*AffinTransformation.n+0] = 0;

AffinTransformation.ar[1\*AffinTransformation.n+1] = 1.0;

AffinTransformation.ar[0\*AffinTransformation.n+2] = 0;

AffinTransformation.ar[1\*AffinTransformation.n+2] = 0;

}

delete d, v, v1, v2, v3;

return AffinTransformation;

**Определение общего нарастающего изменения**

Memo1->Lines->Add("Прошло времени:");

Memo1->Lines->Add((GetTickCount() - timeStart)/1000);

for(int i = 1; i < (file\_collection); i++)

{

StatusBar1->SimpleText = "Обработка изображения № " + (String)(i+1);

F[1] = Glue(F[1], F[i+1], affin[1]);

Memo1->Lines->Add("Глобальные аффинные координаты смещения изображений " + (String)i + " и " + (String)(i+1));

Memo1->Lines->Add(affin[1].Show());

affin[1].ar[0] = affin[1].ar[0] \* affin[i+1].ar[0] + affin[1].ar[1] \* affin[i+1].ar[3];

affin[1].ar[1] = affin[1].ar[0] \* affin[i+1].ar[1] + affin[1].ar[1] \* affin[i+1].ar[4];

affin[1].ar[2] = affin[1].ar[0] \* affin[i+1].ar[2] + affin[1].ar[1] \* affin[i+1].ar[5] + affin[1].ar[2];

affin[1].ar[3] = affin[1].ar[3] \* affin[i+1].ar[0] + affin[1].ar[4] \* affin[i+1].ar[3];

affin[1].ar[4] = affin[1].ar[3] \* affin[i+1].ar[1] + affin[1].ar[4] \* affin[i+1].ar[4];

affin[1].ar[5] = affin[1].ar[3] \* affin[i+1].ar[2] + affin[1].ar[4] \* affin[i+1].ar[5] + affin[1].ar[5];

}

StatusBar1->SimpleText = "Вывод на экран склеенной матрицы.";

F[1].Draw();

Данные потока(3):

**Корреляция**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAzMAAADkAQAAAACEA0cRAAAABGdBTUEAALGOfPtRkwAACK5JREFUeNrt27+L68gdAHAvW7hKVAdedopAXpmELZIHZqdIkfL+hRxXpH2PK7IHezt3bGECR1SkSSB5+kcWdhfDKcUjSvojXiM4dVkJFZbweL6Z78xoJdtSVj/N5dCA/VjZ0sczGs185yu9CRynTEZndEZndEZndEZndEanumzlix7B2ciXcwRnLV/eEZzAvIZ2ZF1IfATHAUGiIzhEOukRHAqCJsM7gso3fgSHocMGdxQhjuXQ4R0Y2Em4OrjsaqtBnW/fOcb5UHfAbuX857VtnFsmL9bBnH/8zDLObFjnh8YRV3RI599nmcMHdd5TdfAIOB+03d5T0M52WOf22UkGdWQtUriXDgzuPMArGqmuPaxzIhgZ3JGtFWknHNaRfUBQOzySg/8M7gAM74QaUPPPkE5UdGhzZ10zTFKOCt38Vs5TzfBFOZxxdNrM20uo9/NWysHLddHKcaDeuilGJzVOnQbYc6jc1au1m3TWS0m4beJRuV/C3LrOkyebzG0TX3N0aq7PIlh6sv7zVg5e6X5d584BYtvQYv2jljI114GRmBBwpq2cVP/QevudScezSN3fVXSiZ6xm8c5om/V29Nx4NUvwFcMxpKkTN3XiBz2G1HZu1LvsavNGDrYxbeCIN5lzXvd6aFqUw6+MI6K640grJ9EH94EP60SZk4aDOj6n2tkoJ5lMJtaAjgvxsO3mZs76WM6q4Ew6F7bnzDkN4FQ6MKxjczrlb9HxB203O5lNU84GdywZFmhnMbiTCLoY2pGRMjo+6DhpsOuUhBLInaHqg8lhBNT805vjAf7sXWdVcPqqATo3e85COip0s/tznEPHcqUTYXxgN5q3q4s8lPPI9hz+muBYjfGO1ZMjgbs/kr3zw3+OAXmgnSbxW2URpzJAoXZhi3IY9owlS3FRWzMefaH41c4dVUmUmnHsi45gpLjEQSdRDqNc9rzBHSEYv76oHS+/7BSvUuPIl5tMmLiqH5e/6HC8SA4cPrmUs99sxure12vjhNkfs8va9ylfdNLdjMyO8/4X8vLa3+X+tKEhz4BydjIL6Dxfmt4UgPXkbHYzCzv5g6Asv1NzoV8oAp1491Av56vkjGGFpPSjUz79H87mqaEDVsUdsoU+1U6ZE8C6eInUcqaqCcID50Gt5vh+ZY3z1Nj5DT4AAPcHzr9UrzloVOU8YcKkofNr5RxGDv/UvbPU8WAnZqrjiE/ScufPosIRE9rG+bjKua6qz0HnqOVEm3Ln9hp6dcIq56LauWvu8CQudy5m1Q5t43xa4bzq1dny35c77MeVzv7gUc/5pVxEWiXOD+B+ctqbk4rXpfUR7A/V7bZX6jnTCufLXp2NDFNLHTlg/z86sY5cDhxuktB9OX6Fk/TsfKGToPf7k/QjxQe5IDzpyWlaRmd0WjnxkZyb4zjitMThVsW382VF4/r4xuGY7DSjQbTQMYan9pbFjAb8rbrPi23dixNEeo0U7DmpHP6WoBZT7R0iR7HcEQCmj8htvOBgPXkHR1h5+/uJXkCpEBU7yr3enshlItUnp7Wj5rnFs6OjYDDbwmdHH592cLDNVmZjAnnU+AA6y4FFUL1QJB2cG8hXy5HerA72CPnZ4Eyn1JwOzmLHCfTPN22WO/obdgdnBflK3DdXLs3ajGbtqVNqXgdHtY/Z6JrUDMFjo3GX1TM2n7d3cAmcOZ7J2zhglsDGiU1UEnRwksKejnHwXZB8e2Acv4PDab7xc7NUU5qVb1+aRxc6OeZ3CzIXXJ4ZVzakcrJQa76CO+pCJL/YxRHmdyfeT7bonH9NdW8wCWpx/ndg0vkQ2fI8NZ5/JtQ4WfvE30abVDrvHJObNoMRT2+vBXPhm99hvr1DfGDaZ/0YPZ4AEe+ocR709m0yu5xI568fdXRM+wSrlXLeMktvf9Tb0+RSO2TRzTG/21vhyEBECMYxuaU4uWT4zVva0VllTqwG5ihzkszBO/42zFhHx7TPEnvgjkP1eVNDdQ9OlnvTznYFph9kF5ZxLlmLfoC3AwnstI/qx3JG8IVxsoEn1E4C824Or3CgB6fYbrzwh3JoYRYC80gOOnY3J83/cKSxyJzskBHGQ7asVkcnu/s0l2ce24zT3fZcYTyKbWZ1c7K7QvM4JNjX+Oe77bni6v54BIR1crIUsR2Ddj7bbU8/c866OZ5h7LVy5slnO/X0/a2ME11YiTZOSDFlrY7n6C1TK1COnWw0ber5sEiV44uLFvMPxye5tUP0FsvyjBNrxyyOFgt5dOXM2jjqP3mZS0aVs48cqchIhAd63rZN2/4pkF0PI5E3LebtLVlnjtnzqwD/v4INFjfRlWlP/42n7sMv4LyNY2UOdl+M3x5CphxHEE1gPe/kmbwiKqsUyGuoefyW2oFxUsjjRFKIR4uZ6vbxaDrPnAjyS5IURjY1HJhzF7eOrzfuk3F8yC9JYjozHj4pnLvAfKOFs8icAPIhjhTWPynkQ9yy9fon9j3jeKZO2omfnRjyByfvzHquhbPKHAeeQ0Lp5OtTrGd295W1Xp+uo6VxCOT5DuOoN/zMrLeFYOr4Ldbb69A4OBxk+QPpqKqoWzV2nj/Au7MUVPdv6gSJY5xCPiQ80cdRKdgv8nwIOvj1bRuHwEHeRZ+Cw/wOmG0t8jtPnMIx8mLHcjxxHMc+jiNOVaLte5TvHZ0eHDGt+MKX/Tr8XcUXXu0ftpuTVjyBJ65pr05U8eQiZ307rPRzzkivTlzl9Ha/UcxIuWNPe3X4XzzApdTB7j/F5xKS3pztjVvu/Dbq1Unn7uPk5NARH0dyRv9Vf45dXh/xSb/1Accrb7cg7tmxKxy/X4egU9KvXXT669dA/nY/OS0ZD9zgcjK56m88oPj8TMn45rms1/GN/kj+mx4+yex9zXC83j9s63GHngPmqA8+sj/g+0VvDptD6XzqqPRsz/Np/fLddlo9D/sddvopozM6ozM6ozM6ozM633fnv87SFwb1uyh8AAAAAElFTkSuQmCC)
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//Среднее значение------------------------------------------------------------

long double X(matric<float> &r, int M, int N, float R)

{

long double X = 0, XX = 0;

long int Sum = 0, Sum2 = 0;

for (int j = (M-R/2); j < (M+R/2); j++)

{

for (int k = (N-R/2); k < (N+R/2); k++)

if((pow(j-M, 2) + pow(k-N, 2) - pow(R, 2)) < 1)

{

X += r.ar[j\*r.n+k];

Sum++;

}

XX += X / Sum;

Sum2++;

Sum = 0;

X = 0;

}

XX = XX / Sum2;

return XX;

};

//Мат ожидание ---------------------------------------------------------------

long double Mmn(matric<float> &r, int M, int N, float R)

{

long int Sum = 0;

long double x, Mmn = 0;

x = X(r, M, N, R);

for (int j = (M-R/2); j < (M+R/2); j++)

for (int k = (N-R/2); k < (N+R/2); k++)

if((pow(j-M, 2) + pow(k-N, 2) - pow(R, 2)) < 1)

{

Mmn += r.ar[j\*r.n+k]\*x;

Sum++;

}

Mmn = Mmn/(Sum-1);

return Mmn;

};

//Второй момент ---------------------------------------------------------------

long double DXmn(matric<float> &r, int M, int N, float R)

{

long double Fm, x, D = 0;

long int Sum = 0;

x = X(r, M, N, R);

Fm = Mmn(r, M, N, R);

for (int j = (M-R/2); j < (M+R/2); j++)

for (int k = (N-R/2); k < (N+R/2); k++)

if((pow(j-M, 2) + pow(k-N, 2) - pow(R, 2)) < 1)

{

D += r.ar[j\*r.n+k]\*Fm\*x;

Sum++;

}

D = D/(Sum-1);

return D;

};

//Регрессия -------------------------------------------------------------------

long double regres(matric<float> &r1, matric<float> &r2, int r1M, int r1N, int r2M, int r2N, float R)

{

long double Regres = 0;

Regres = pow(pow(DXmn(r1, r1M, r1N, R)-DXmn(r2, r2M, r2N, R), 2), 0.5);

return Regres;

}

//Плоская корреляция-----------------------------------------------------------

long double Jxy(matric<float> &r1, matric<float> &r2, int r1M, int r1N, int r2M, int r2N, float R)

{

long double J = 0;

for (int j = (r1M-R/2); j < (r1M+R/2); j++)

for (int k = (r1N-R/2); k < (r1N+R/2); k++)

if((pow(j-r1M, 2) + pow(k-r1N, 2) - pow(R, 2)) < 1)

{

J += r1.ar[j\*r1.n+k]\*(j+k) - r2.ar[(j+r2M-r1M)\*r2.n+(k+r2N-r1N)]\*((j+r2M-r1M)+(k+r2N-r1N));

}

J = pow(J\*J, 0.5);

return J;

}